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**Задание 1:** Создайте программой символьное двоичное дерево. Опишите логическую функцию, проверяющую, есть ли в непустом дереве хотя бы два одинаковых символа. В программе используйте подпрограммы.

#include<iostream>

using namespace std;

int tabs=0,cnt, val;

struct Branch{

  char Data;

  Branch \*LeftBranch;

  Branch \*RightBranch;

};

void Add(int aData, Branch \*&aBranch){//создание бинарного дерева

    if (!aBranch){                   //и запонение его веток

        aBranch = new Branch;

        aBranch->Data = aData;

        aBranch->LeftBranch = 0;

        aBranch->RightBranch = 0;

        return;

    }

    if (aBranch->Data>aData){

        Add(aData, aBranch->RightBranch);

    }

    else {

        Add(aData, aBranch->LeftBranch);

    }

}

void print(Branch \*aBranch){//вывод бинарного дерева

    if (!aBranch) return;

    tabs++;

    print(aBranch->LeftBranch);

    for (int i = 0; i < tabs; i++){

        cout<<" | ";

    }

    cout << aBranch->Data <<endl;

    print(aBranch->RightBranch);

    tabs--;

    return;

}

bool findDouble(Branch \*aBranch){

    if(aBranch){

        findDouble(aBranch->LeftBranch);

        if(cnt && (aBranch->Data == val)){

            ++cnt;

            if((cnt > 1) && (0 == aBranch->RightBranch)){

                for(int i = 0; i < cnt; ++i){

                    return true;

                }

                cnt = 1;

            }

        }

        else{

            if(cnt > 1){

                for(int i = 0; i < cnt; ++i){

                    return true;

                }

            }

            val = aBranch->Data;

            cnt = 1;

        }

        findDouble(aBranch->RightBranch);

    }

}

void FreeTree(Branch \*aBranch){//высвобождение памяти от бин дерева

    if (!aBranch) return;

    FreeTree(aBranch->LeftBranch);

    FreeTree(aBranch->RightBranch);

    delete aBranch;

    return;

}

int main(){

    Branch \*Root = 0;

    int n, \*even\_number;

    char cifr;

    bool double\_element=false;

    cout<<"input count cifr: ";cin >>n;

    for (int i = 0;i< n; i++){

        cin>>cifr;

        Add(cifr, Root);

    }

    print(Root);

    double\_element=findDouble(Root);

    if(double\_element==true){

        cout<<"bin tree have double element"<<endl;

    }

    else{cout<<"bin tree not to have double element"<<endl;}

    FreeTree(Root);

    return 0;

}
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**Задание 2:** В файле находится текст программы на Си. Используя стек, проверить правильность вложений циклов в этой программе.

#include<cstdlib>

#include<iostream>

#include<string>

#include<stack>

#include<fstream>

#include<vector>

using namespace std;

bool isOpenBracket(char symbol) {

  return symbol == '(' || symbol == '{' || symbol == '[';

}

bool isClosingBracket(char symbol) {

  return symbol == ')' || symbol == '}' || symbol == ']';

}

char getOpenBracketPair(char bracket) {

  return (bracket == '}') ? '{' : (bracket == ')') ? '(' :

    (bracket == ']') ? '[' : '\0';

}

bool areParenthesesGood(const std::string &source) {

  stack<char> stack;

  for (size\_t i = 0; i < source.size(); ++i) {

    if (isOpenBracket(source[i])) {

      stack.push(source[i]);

    } else {

      if (isClosingBracket(source[i])) {

        char openBracket = getOpenBracketPair(source[i]);

        if (!stack.empty() && stack.top() == openBracket) {

          stack.pop();

        } else {

          return false;

        }

      }

    }

  }

  return stack.empty();

}

 int main() {

    string expression = "";

   string mas[250];

    ifstream f;

    f.open("programC++.txt");

    int i = 0;

    while (!f.eof()) {

        f >> mas[i];

        expression+=mas[i];

        i++;

    }

  cout<<expression<<endl;

  bool check;

  check=areParenthesesGood(expression);

  if(check==1){

     cout<<"code is true"<<endl;

  }

  else{cout<<"code is false"<<endl;}

  f.close();

  return 0;

}
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**Задание 3-4:** Написать программу, содержащую процедуры формирования и просмотра списка со строковой информационной частью. Включите в нее функцию, которая оставляет в информационной части только первое слово находящегося там предложения.

Написать программу, содержащую функцию, которая определяет, входит ли список М1 в список М2. Предполагается, что списки существуют.

#include <iostream>

using namespace std;

struct Node{

    string val;

    Node\* next;

    Node(string \_val) : val(\_val), next(nullptr) {}

};

struct list {

    Node\* first;

    Node\* last;

    list() : first(nullptr), last(nullptr) {}

    bool is\_empty() {

        return first == nullptr;

    }

    void push\_back(string \_val) {

        Node\* p = new Node(\_val);

        if (is\_empty()) {

            first = p;

            last = p;

            return;

        }

        last->next = p;

        last = p;

    }

    void remove\_first() {

    if (is\_empty()) return;

    Node\* p = first;

    first = p->next;

    delete p;

    }

    void remove\_last() {

        if (is\_empty()) return;

        if (first == last) {

            remove\_first();

            return;

        }

        Node\* p = first;

        while (p->next != last) p = p->next;

        p->next = nullptr;

        delete last;

        last = p;

    }

    void remove(string \_val) {

        if (is\_empty()) return;

        if (first->val == \_val) {

            remove\_first();

            return;

        }

        else if (last->val == \_val) {

            remove\_last();

            return;

        }

        Node\* slow = first;

        Node\* fast = first->next;

        while (fast && fast->val != \_val) {

            fast = fast->next;

            slow = slow->next;

        }

        if (!fast) {

            cout << "This element does not exist" << endl;

            return;

        }

        slow->next = fast->next;

        delete fast;

    }

    Node\* operator[] (const int index) {

        if (is\_empty()) return nullptr;

        Node\* p = first;

        for (int i = 0; i < index; i++) {

            p = p->next;

            if (!p) return nullptr;

        }

        return p;

    }

    void print() {

        if (is\_empty()) return;

        Node\* p = first;

        while (p){

            cout << p->val << " ";

            p = p->next;

        }

        cout << endl;

    }

};

void doubl\_check(int n,int m,list l\_list1,list l\_list2){

        int count=0;

        for(int i=0;i<n;i++){

            for(int j=0;j<m;j++){

                    if(l\_list1[i]->val==l\_list2[j]->val){

                        count+=1;

                        }

                }

        }

        if(count==0){

                cout<<"list1 is not in list2"<<endl;

        }

        else{cout<<"list1 includes in luist2 count : "<<count<<endl;}

}

int main(){

    list l\_list1,l\_list2;

    cout<<"input how much element in list 1: "<<endl;

    string element;int n;cin>>n;

    for(int i=0;i<n;i++){

        cin>>element;

        l\_list1.push\_back(element);

    }

    cout<<"input how much element in list 2: "<<endl;

    int m; cin>>m;

    for(int i=0;i<m;i++){

        cin>>element;

        l\_list2.push\_back(element);

    }

    doubl\_check(n,m,l\_list1,l\_list2);

    cout<<endl;

    cout<<"output our list1: "; l\_list1.print();

    cout<<"delete all elemens but not first: ";

    for(int i=1,j=1;i<n;i++){

        l\_list1.remove(l\_list1[j]->val);

    }

    l\_list1.print();

    return 0;

}

![](data:image/png;base64,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)

**Задание 5:** Написать программу, содержащую процедуру, которая формирует список М, включив в него по одному разу элементы, которые входят хотя бы в один из списков М1 и М2.

#include <iostream>

using namespace std;

struct Node{

    string val;

    Node\* next;

    Node(string \_val) : val(\_val), next(nullptr) {}

};

struct list {

    Node\* first;

    Node\* last;

    list() : first(nullptr), last(nullptr) {}

    bool is\_empty() {

        return first == nullptr;

    }

    void push\_back(string \_val) {

        Node\* p = new Node(\_val);

        if (is\_empty()) {

            first = p;

            last = p;

            return;

        }

        last->next = p;

        last = p;

    }

    Node\* operator[] (const int index) {

        if (is\_empty()) return nullptr;

        Node\* p = first;

        for (int i = 0; i < index; i++) {

            p = p->next;

            if (!p) return nullptr;

        }

        return p;

    }

    void print() {

        if (is\_empty()) return;

        Node\* p = first;

        while (p){

            cout << p->val << " ";

            p = p->next;

        }

        cout << endl;

    }

    int doubl\_check;

};

void doubl\_check(int n,int m,list l\_listM1,list l\_listM2){

    list l\_listM;

        int count=0;

        for(int i=0;i<n;i++){

            for(int j=0;j<m;j++){

                    if(l\_listM1[i]->val==l\_listM2[j]->val){

                        count+=1;

                        l\_listM.push\_back(l\_listM1[i]->val);

                        }

                }

        }

        l\_listM.print();

}

int main(){

    list l\_listM1,l\_listM2;

    cout<<"input how much element in list 1: "<<endl;

    string element;int n;cin>>n;

    for(int i=0;i<n;i++){

        cin>>element;

        l\_listM1.push\_back(element);

    }

    cout<<"input how much element in list 2: "<<endl;

    int m; cin>>m;

    for(int i=0;i<m;i++){

        cin>>element;

        l\_listM2.push\_back(element);

    }

    cout<<"output list1: ";l\_listM1.print();

    cout<<"output list2: ";l\_listM2.print();

    cout<<"list M from list M1 and M2:  ";

    doubl\_check(n,m,l\_listM1,l\_listM2);

    return 0;

}
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